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Abstract— Software development has evolved from structured programming to component based software development with in between stages of structural programming and then object oriented programming before we found component based software development. Component based software development basically involves creating individual components at the same time and then integrating them. This paper intends to study various aspects of component based software development in a systematic manner.
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I. INTRODUCTION

Component based software development methodology emerged as a popular method of programming in early 90’s which has also been adopted by Microsoft in their Microsoft Component Object Model after the introduction of middleware technology. It emerged as a revolution in the software development industry as it changed the entire concept of software development. It basically works on the principle of how buses are manufactured. Each part is manufactured separately and then assembled together. Similarly, in software development all components are developed independently and then assembled to give a final product or software for the end customer. This was one of the major limitations of Object Oriented programming methodology. It also ensures enhanced quality and precision in terms of software development.

II. RELATED WORKS

The field of Software Engineering has evolved from traditional development where the design was dependent on the knowledge; experience and understanding of the programmer (developer) to the present object oriented development methodology which in turn forms the basis of the concept of reusability and CBSE. The concept of structured programming provided the actual shift from traditional development to a systematic approach to software development which provided specific areas for research and bring Software Engineering to this present day state. From the first NATO software engineering conference held at Garmisch, Germany, on October 7-11, 1968 this is the forty sixth year of Software Engineering. According to ANSI/IEEE standard 610.12-1990, software engineering was defined as the application of a systematic, disciplined, quantifiable approach to the development, operation and maintenance of software; that is, the application of engineering to software [1]. CBSE emerged from the failure of object-oriented development to support effective reuse. Single object classes are too detailed and specific whereas components are more abstract than object classes and can be considered to be standalone service providers. In 1990’s the development of CBSD was also around the concept of other engineering disciplines trying to find out the systematic approach to build software by assembling the various components. The major goals of CBSD are the provision of support for the development of systems as assemblies of components, the development of components as reusable entities, and the maintenance and upgrading of systems by customizing and replacing their components [2].

III. LITERATURE SURVEY

There are many ways to define a component and each definition covers a different aspect in defining the component. Components were well established in all other disciplines but until 1990’s they were not able to fetch fruitful results in the field of software engineering. Software components are executable units of independent production, acquisition and deployment that can be composed into a functioning system. Components are independent and do not interfere with each other and their implementations are hidden. Communication in components are through well-defined interfaces and component platforms are shared which reduces development costs. According to Szyperski [4], “a software component is a unit of composition with contractually specified interfaces and explicit context dependencies only. A software component can be deployed independently and is subject to composition by third parties. Another definition was given by Meyer [5] as a component is a software element (modular unit) satisfying the following conditions:
• It can be used by other software elements.
• It possesses an official usage description, which is sufficient for a client author to use it.
• It is not tied to any fixed set of clients.

In his book [4], Szyaperski says that components are for composition and to enable composition software components adheres to a particular component model and targets a particular component platform. This concept of component model was also found in the definition of component given by Heineman and Councill [2] as – A component is a software element that conforms to a component model and can be independently deployed and composed without any modification according to a composition standard

The different definitions given by different authors thereby define a component from different perspectives but the following points are distinct from the various definitions –
• It is an independent entity;
• It is a re-usable entity;
• It should be similar to some component model.

According to [3] the characteristic properties of a component are –
• It is a unit of independent deployment;
• It is a unit of third party composition;
• It has no (externally) observable state;

In the survey conducted by the Manchester University [8], a component is considered to be a software unit consisting of a name, an interface and code. Interface forms the only way of communicating with a component. Every component must have interfaces which have a standard that declares what an interface should comprise of. From the literature found in [2], [3], [4] and [6] it is commonly accepted that a component has a life cycle which consists of three phases – design, deployment and runtime. In the design phase the components are constructed in their source code and kept in the repository. Components in this phase cannot be executed. In the deployment phase binaries of the components are created and deployed into the target system and in the runtime phase the binaries are instantiated with initial data.

IV. PROPOSED WORK AND IMPLEMENTATION

We propose the concept of creating software by picking up available components which could fulfil the user requirements gave rise to the field of Component Based Software Engineering. According to a report –The Component-Based Software Development (CBSD) Market Assessment, this field was expected to grow in the next 5 – 10 years from the publication of the report (companion report published along with the report in reference [3]) but due to lack of agreement among analysts, researchers, technology producers, and consumers about what software components are, and how they are used to design, develop and field new systems [3] the predictions were tainted. Though the expected growth could not be achieved at the predicted rate but there is a growth at slower pace and is still in the growth phase with researchers, technology producers, analysts and consumers working in the field of designing components, developing specifications, component composition, developing interfaces, extracting reusable components and other related areas of CBSE. Scope exists in this area for further work to make the field attain maturity as in case of other component oriented approach applied to other fields of engineering. The CBSD process can be represented as a diagram given in the Figure 1.

A component model specifies the standards and conventions imposed on developers of components. Though there is no universally accepted agreement as to what is to be included in the model, the purpose of a component model or the expectation for introducing the conventions imposed on developers can be identified. According to the SEI technical report [3] the aim is to attain –

Uniform composition i.e. two components can be combined to communicate when both share the same assumptions. Ensure quality attributes i.e. standardizing components used and their pattern of interfaces will ensure quality in case of system composition from third party components. Deployment of component and composition i.e.
components must be able to be deployed from developers to composition environment and applications from composition to customer environment.

A component model is considered to define specific interaction and composition standards. It defines how to construct an individual component as well as a defined behavior as to how components or set of components will interact with each other. A component model implementation on the other hand is the set of executable software elements required to support the execution of components that conform to the model [3]. A component model provides two types of services [7]:

- Horizontal services which includes component management, transaction management, resource management, concurrency, persistence and security.
- Platform services which includes addressing, interface definition, exception management and component composition.

In a survey conducted on components conducted by University of Manchester [8] the components were surveyed on the basis of an abstract framework in which the three aspects syntax, semantics and composition of the components were considered.

- Syntax referred to the language in which the component is constructed,
- Semantics specified what the component is meant to be in terms of its required and provided services in the form of interfaces and
- Composition which is a vital issue as components are designed for composition are expressed in terms of a composition language.

The survey concludes that the current models uses connectors or glue code, UML notation, (ADL) [9] and ADL like languages CoCo and CCL [10] for composition. Current component models can largely be divided into two categories [8], [11]:

- Models where components are objects, as in object oriented programming,
- Models where components are architectural units, as in software architectures [12], [13]

According to the survey conducted by Lau and Wang [14] on thirteen component models presently available, it was found that those models where components are classes, the definition language for components are same as their implementation language, but in cases where components are architectural units, the definition language is an ADL or an ADL-like language and their implementation language either do not exist like in Acme [15] or have a different implementation language like in Koala. This study also reveals that there is no specific composition language for all models, some like EJB [16], [17] do not have any composition language whereas Koala [18], [19] uses connectors. Hence to reason out composition i.e. what will be the output of a composition a composition theory is necessary. Current component models lack in this area. The study also categorizes the current component models on the basis of syntax, semantics and composition. Expanding the horizon of component models Lau and Taweel [20] proposed that domain specific component models could give more productivity and also argued that the present component models though intended to be domain specific are not actually domain specific. The paper presents an approach to derive a domain specific component model from the domain model of the domain and also establish that domain specific components are better. As domain modelling has a more or less standard terminology the author has used the same in the paper. The work focuses on the functional and feature sub – models of domain modelling. Lau et.al in 2011 [21] also proposed a model beneficial for industries which is both control driven and data driven and can be considered as a component based counterpart of the existing tools and languages existing in the industries.

Component models are executed in a particular environment which supports the components that follow that component model. This can be termed as the Component framework. As processes are run in the Operating System (OS), components communicate through the component framework. It can be considered as a layer above the OS for enabling interaction between components. The Enterprise Java Beans (EJB) defines a framework to support EJB component model, Water Beans framework supports visual composition of components and Microsoft’s Visual Basic framework called VBXs is one of the most successful commercial framework.

V. CONCLUSION AND FUTURE WORK

CBSD is projected as the future of software development. There are challenges because of lack of standardization. As there are many platforms and requirements of one do not exactly match with another, components designed cannot be reused exactly the way it is made and hence needs modifications, which adds up to the cost of the overall development of the software. Services provided and services required by components need to be expressed in standard form so as to enable maximum reuse which will also improve trustworthiness of components. This will provide more reliable components and there will be more and more acceptance of this domain in building software. This would lead this approach to be the most cost efficient approach.
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