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Abstract—There are so many programming languages, each designed to satisfy particular requirements. Duplication of work is rampant due to the difficulty of understanding and adapting existing code. Also, it is difficult to interface code developed using one software platform with code developed on another. The programming language called “One” has been designed to tackle these issues using a knowledgebase approach. One is designed to be an umbrella language that can be used to write computer programs in a more natural way and have them translated into code for any software development platform using appropriate knowledgebase. The language is fully extensible. While the grammar of most programming languages in common use is static, One language’s knowledge-based approach allows a programmer to define one’s own syntax. It also supports designing syntax that mimics any natural language. This paper provides a brief overview of the language and then describes its implementation.

Keywords—programming language, knowledgebase, programming language implementation, compiler, byte code, interpreter

I. MOTIVATION FOR THE WORK

Thousands of programming languages have been developed in the past decades [1]. Each is designed to satisfy particular requirements and has its own strengths and weaknesses. While code reuse remains an ideal, duplication of work is rampant due to the difficulty of understanding and adapting existing code. This results in high cost of development, delays in software projects and bugs. Also, often there is a requirement to interface code developed using one software platform with code developed on another. Various software development paradigms [2] have been developed to address these and other issues. Just to mention a few, programming languages like C [3], C++ [4], LISP [6], Prolog [12], Simula [13], F# [14], Self [15], Groovy [16], Ruby [17], Go [18], Dart [19], Haskell [20], Scala [21], Swift [22] have been developed that implement or can be used for implementing programming paradigms like logic programming [5], list programming [6], structured programming [7], object-oriented programming [8], service-oriented architecture [9], aspect-oriented programming [10], design by contract [11], etc. But there is a substantial scope for improvement. The programming language “One” has been designed to tackle these issues using a knowledgebase approach.

II. SALIENT FEATURES OF THE ONE LANGUAGE

- One is designed to be an umbrella language that can be used to write computer programs in a more natural way and have them translated into code for any software development platform using appropriate knowledgebase. Thus, One serves as a very high level programming language tier above the existing programming languages
- The language is fully extensible. While the grammar of most programming languages in common use is static, One language’s knowledge-based approach allows a programmer to define one’s own syntax. It also supports designing syntax that mimics any natural language, with mechanisms to handle ambiguity and context to substantial extent
- The One language does not have a fixed syntax or a fixed set of capabilities. New syntax and functionalities can be added by providing a knowledgebase (written in the One language itself) that can translate the code either into some existing programming language or into One code that uses the existing knowledgebases. Just like ready-made code libraries, One programmers can pick and choose knowledgebases as per their choice of syntax and requirement of functionality
- The One language aims to support natural-language-like syntax. To this end, it has support for taking advantage of the context of a programming language element as also for detecting and resolving ambiguities. It supports multiple meanings and shades of meaning (interpretation) for the same language element like word. It also has conflict management
- One programmers are expected to write their code in One, get the code translated to a high-level language of their choice using a translation knowledgebase and then execute the code using the facilities available for that language. The language supports multiple target languages. This is illustrated in Fig. 1
III. IMPLEMENTATION OVERVIEW

Currently, the One language has been implemented in Java. Fig. 2 provides an overview of the implementation. The major elements of the implementation are as follows:

Fig. 2 Implementation schematic for the One programming language
One is designed for collaborative development. It is expected that programmers around the world will create and maintain knowledgebases defining “structured natural language” syntax for the core as well as additional features of the One language. A structured natural language syntax resembles natural language syntax, but avoids the pitfalls of natural language processing. All structured natural languages are treated as dialects of the common One language, even when they differ drastically from one another. These knowledgebases may be called language processors for their respective languages. They are required to generate code in a common, standard One language syntax. User interaction may be required at this stage for disambiguation, context resolution, etc.

This standard syntax is then compiled into the One assembly language, which serves as the intermediate representation for all One programs. This language follows many traditions for intermediate representations and ASTs (Abstract Syntax Trees).

The assembly code is then converted into byte code. There is also provision of converting the byte code back to assembly code for understanding.

The bytecode is translated into a high-level language program of the programmer's choice by using corresponding generator knowledgebase, if it is available. User interaction may be required at this stage for additional information needed by the generator or to elicit code generation options, if any, from the user.

IV. IMPORTANT CLASSES IN THE IMPLEMENTATION

While the Java implementation of the schematic in Fig. 2 consists of a large number of classes, some of the important classes are described below:

- LexerenUS.java This class is automatically generated using the lexical analyser generator tool flex from the lexical specification of the structured English dialect of One. It contains the scanner for the language, which scans a program in the language and returns tokens (words, punctuation, etc.) from it to the parser
- Parser.java This class defines the parser for the One language. Since the language does not have a fixed syntax, it is not possible to define static context-free grammar for it [23] [24]. Also most tools or algorithms commonly employed for parsing do not work for a dynamic grammar. Hence, a top-down parsing algorithm is designed to operate according to a dynamically changing list of parser rules. The set of parser rules is different for the One assembly language as well as different dialects of the One language
- ParserRuleContext.java This class represents a parser rule for the parser. A parser rule consists of the syntax rule and the associated action to be taken when the rule matches. Thus, it can be seen that a Syntax-Directed Translation (SDT) approach is followed
- LexerAssembly.java This class contains the lexer for the One assembly language generated by the flex tool from the lexical specification of the One assembly language
- Assembler.java This class implements the assembler for the One assembly language
- Disassembler.java This class implements the disassembler for the byte code generated from the One assembly language
- Execution.java This class contains the code necessary to execute the byte code
- VirtualMachine.java This class contains the implementation of a virtual machine environment for executing the byte code
- Memory.java This class represents the simulated main memory of the virtual machine
- Heap.java This class represents the heap of the currently running code
- Type.java This class specifies the notion of data type in One
- Symbol.java This class defines the notion of a symbol in the One language
- SymbolTable.java This class defines a symbol table
- KnowledgeBase.java Objects of this class represent a knowledgebase
- MountTable.java A One program may make use of multiple knowledgebases, just like a high-level language program may make use of multiple libraries. The knowledgebases may be mounted and unmounted dynamically at run time, similar to the mounting and unmounting of file systems by the operating system. A knowledgebase must be mounted before it can be used. The mount table contains a table of currently mounted knowledgebases
- Loader.java This class is used to mount a knowledgebase by loading it from a file
- SystemKnowledgeBase.java This class contains a system knowledgebase representing the core infrastructure of the One language. The system knowledgebase is mounted automatically and cannot be unmounted

V. CONCLUSIONS

The One programming language is a knowledgebase-oriented programming language designed to sit on top of existing high-level languages. It makes programming easier and enables much greater reuse of code. It even permits the programmer to write programs in different dialects that resemble structured natural languages. It also enables the programmer to write a program in one very high level language and then to generate code for a variety of high-level programming languages and software development frameworks. This paper describes an implementation of the language.
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