Analysis of SQL Injections Attacks and Vulnerabilities
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Abstract: SQL is a code injection technique, used to attack data-driven applications, in which malicious SQL statements are inserted into an entry field for execution (e.g. to dump the database contents to the attacker). SQL injection must exploit a security vulnerability in an application's software, for example, when user input is either incorrectly filtered for string literal escape characters embedded in SQL statements or user input is not strongly typed and unexpectedly executed. In this paper, we have presented the SQL injection in detail with its various types. This analysis will help the readers to understand the SQL injection attacks.
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I. INTRODUCTION

SQL injection (SQLi) refers to an injection attack wherein an attacker can execute malicious SQL statements that control a web application’s database server. Since an SQL injection vulnerability could possibly affect any website or web application that makes use of an SQL-based database, the vulnerability is one of the oldest, most prevalent and most dangerous of web application vulnerabilities.

By leveraging SQL injection vulnerability, given the right circumstances, an attacker can use it to bypass a web application’s authentication and authorization mechanism and retrieve the contents of an entire database. SQL injection can also be used to add, modify and delete records in a database, affecting data integrity and availability until the database is restored.

To such an extent, SQL injection can provide an attacker with unauthorized access to sensitive data including customer data, personally identifiable information (PII), trade secrets, intellectual property and other sensitive information.

Keeping the above in mind, when considering the following, it’s easier to understand how lucrative a successful SQL injection attack can be for an attacker.

• An attacker can use SQL injection to bypass authentication or even impersonate specific users.
• One of SQL’s primary functions is to select data based on a query and output the result of that query. SQL injection vulnerability could allow the complete disclosure of data residing on a database server.
• Since web applications use SQL to alter data within a database, an attacker could use SQL injection to alter data stored in a database. Altering data affects data integrity and could cause repudiation issues, for instance, issues such as voiding transactions, altering balances and other records.
• SQL is used to delete records from a database. An attacker could use an SQL injection vulnerability to delete data from a database. Even if an appropriate backup strategy is employed, deletion of data could affect an application’s availability until the database is restored.
• Some database servers are configured (intentional or otherwise) to allow arbitrary execution of operating system commands on the database server. Given the right conditions, an attacker could use SQL injection as the initial vector in an attack of an internal network that sits behind a firewall.
• Structure query language is most important language that executes data bases. SQL is defined in three main category commands are: DDL (Data Definition Language) DML (Data Manipulation Language) and DCL (Data Control Language)[2,3,4]

II. SQL INJECTION

SQL is a code injection technique, used to attack data-driven applications, in which malicious SQL statements are inserted into an entry field for execution (e.g. to dump the database contents to the attacker). SQL injection must exploit a security vulnerability in an application's software, for example, when user input is either incorrectly filtered for string literal escape characters embedded in SQL statements or user input is not strongly typed and unexpectedly executed. SQL injection is mostly known as an attack vector for websites but can be used to attack any type of SQL database. SQL injection attacks allow attackers to spoof identity, tamper with existing data, cause repudiation issues such as voiding transactions or changing balances, allow the complete disclosure of all data on the system, destroy the data or make it otherwise unavailable, and become administrators of the database server.

SQL injection (SQLi) is considered one of the top 10 web application vulnerabilities of 2007 and 2010 by the Open Web Application Security Project. In 2013, SQLi was rated the number one attack on the OWASP top ten. There are four main sub-classes of SQL injection: Classic SQLi, Blind or Inference SQL injection, Database-specific SQLi,
Compounded SQLI, SQL injection + insufficient authentication, SQL injection + DDoS attacks, SQL injection + DNS hijacking, SQL injection + XSS. The Storm Worm is one representation of Compounded SQLI. This classification represents the state of SQLI, respecting its evolution until 2010—further refinement is underway[5,6].

III. INCORRECTLY FILTERED ESCAPE CHARACTERS

This form of SQL injection occurs when user input is not filtered for escape characters and is then passed into an SQL statement. This result in the potential manipulation of the statements performed on the database by the end-user of the application. The following line of code illustrates this vulnerability:

\[
\text{Statement} = "\text{SELECT } * \text{ FROM users WHERE name} = " + \text{username} + ";"
\]

This SQL code is designed to pull up the records of the specified username from its table of users. However, if the "username" variable is crafted in a specific way by a malicious user, the SQL statement may do more than the code author intended. For example, setting the "username" variable as:

`'OR '1'='1'` or using comments to even block the rest of the query (there are three types of SQL comments). All three lines have a space at the end:

- `'OR '1'='1'` --
- `'OR '1'='1' ({
- `'OR '1'='1' /*

Renders one of the following SQL statements by the parent language:

- `SELECT * FROM users WHERE name = "'OR '1'='1';`
- `SELECT * FROM users WHERE name = "' OR '1'='1' -- ;`

If this code were to be used in an authentication procedure then this example could be used to force the selection of every data field (*) from all users rather than from one specific user name as the coder intended, because the evaluation of '1'=1 is always true.

The following value of "username" in the statement below would cause the deletion of the "users" table as well as the selection of all data from the "user info" table (in essence revealing the information of every user), using an API that allows multiple statements:

- `a'; DROP TABLE users; SELECT * FROM user info WHERE 't' = 't`
- `This input renders the final SQL statement as follows and specified:
- `SELECT * FROM users WHERE name = 'a'; DROP TABLE users; SELECT * FROM user info WHERE 't' = 't';`
- `While most SQL server implementations allow multiple statements to be executed with one call in this way, some SQL APIs such as PHP's mysql_query() function do not allow this for security reasons. This prevents attackers from injecting entirely separate queries, but doesn't stop them from modifying queries[7,8,9].`

IV. BLIND SQL INJECTION

Blind SQL injection is used when a web application is vulnerable to an SQL injection but the results of the injection are not visible to the attacker. The page with the vulnerability may not be one that displays data but will display differently depending on the results of a logical statement injected into the legitimate SQL statement called for that page. This type of attack can become time-intensive because a new statement must be crafted for each bit recovered. There are several tools that can automate these attacks once the location of the vulnerability and the target information has been established. Conditional responses, one type of blind SQL injection force the database to evaluate a logical statement on an ordinary application screen. As an example, a book review website uses a query string to determine which book review to display. So the URL http://books.example.com/showReview.php?ID=5 would cause the server to run the query

```
SELECT * FROM book reviews WHERE ID = 'Value (ID)';
```

from which it would populate the review page with data from the review with ID 5, stored in the table book reviews. The query happens completely on the server; the user does not know the names of the database, table, or fields, nor does the user know the query string. The user only sees that the above URL returns a book review. A hacker can load the URLs http://books.example.com/showReview.php?ID=5 OR 1=1 and http://books.example.com/showReview.php?ID=5 AND 1=2, which may result in queries

```
SELECT * FROM book reviews WHERE ID = '5' OR '1'='1';
SELECT * FROM book reviews WHERE ID = '5' AND '1'='2';
```

Respectively. If the original review loads with the "1=1" URL and a blank or error page is returned from the "1=2" URL, and the returned page has not been created to alert the user the input is invalid, or in other words, has been caught by an input test script, the site is likely vulnerable to a SQL injection attack as the query will likely have passed through successfully in both cases. The hacker may proceed with this query string designed to reveal the version number of MySQL running on the server: http://books.example.com/showReview.php?ID=5 AND substring (@@version, 1, INSTR (@@version, ':') - 1) = 4, which would show the book review on a server running MySQL 4 and a blank or error page otherwise. The hacker can continue to use code within query strings to glean more information from the server until another avenue of attack is discovered or his or her goals are achieved[10,11].

V. SECOND ORDER SQL INJECTION

Second order SQL injection occurs when submitted values contain malicious commands that are stored rather than executed immediately. In some cases, the application may correctly encode an SQL statement and store it as valid SQL.
Then, another part of that application without controls to protect against SQL injection might execute that stored SQL statement. This attack requires more knowledge of how submitted values are later used. Automated web application security scanners would not easily detect this type of SQL injection and may need to be manually instructed where to check for evidence that it is being attempted.

Mitigation: An SQL injection is a well known attack and easily prevented by simple measures. After an apparent SQL injection attack on Talk, security experts were stunned that such a large company would be vulnerable to it[12].

VI. DIFFERENT TYPES OF SQL INJECTIONS?

SQL injections can be classified and categorized in different ways, based on the type of data extraction channel, the response received from server, how server responses aid in leveraging the successful exploitation, impact point, etc.

Based on the data extraction channel
- In band or inline
- Out-of-band

SQL injections that use the same communication channel as input to dump the information back are called in-band or inline SQL Injections. This is one of the most common methods, readily explained on the Internet in different posts. For example, a query parameter, if inject-able, leads to the dumping of info on the web page. Injections that use a secondary or different communication channel to dump the output of queries performed via the input channel are referred to as out-of-band SQL injections. For example, the injection is made to a web application and a secondary channel such as DNS queries is used to dump the data back to the attacker domain.

Based on the response received from the server Error-based SQL injections
- Union query type.
- Double query Injections.

Blind SQL Injections
- Boolean-based blind injections.
- Time based blind injections.

Error-based SQL injections are primarily those in which the SQL server dumps some errors back to the user via the web application and this error aids in successful exploitation. In the image below, the yellow line displays the error. These will be discussed further in this post and in related posts to come. Blind SQL injections are those injections in which the backend database reacts to the input, but somehow the errors are concealed by the web application and not displayed to the end users. Or the output is not dumped directly to the screen. Therefore, the name “blind” comes from the fact that the injector is blindly injected using some calculated assumptions and tries.

Based on how the input is treated in SQL query (what data type)
- String-based
- Numeric- or integer based

Based on how the input parameter would be treated in the back end SQL query, an injection can be classified as string- or integer-based.

Based on the degree/order of injections (where the impact happens)
- First-order injections.
- Second-order injections.

The degree or the order of injection identifies the way in which the injection yields the output. If the injection directly delivers the result, it is considered to be a first-order injection, but if the injection input yields no successful result in extraction, but instead impacts some other result which the attacker can take advantage of on some other place/page, it is called a second-order injection. Consider second-order injections similar to stored XSS injections, where the input is stored in the application and later rendered on some other page, thereby impacting that page indirectly because of initial malicious input.

Based on the injection point location
- Injection through user input form fields.
- Injection through cookies.
- Injection through server variables. (headers-based injections)

Generally when an application is communicating with the backend database, it does so in the form of queries with the help of an underlying database driver. This driver is dependent on the application platform being used and the type of backend database, such as MYSQL, MSSQL, DB2, or ORACLE. A generic login query would look something like this: 'SELECT Column1, Column2,Column3 FROM table name WHERE username='\$variable1’ AND
password='$variable2';" We can split this query into two parts, code section and the data section. The data section is the $variable1 and $variable2 and quotes are being used around the variable to define the string boundary.

Let us try to walk through the process in a crude way. Say at the login form, the username entered is Admin and password is p@ssw0rd which is collected by application and values of $variable1 and $variable2 are placed at their respective locations in the query, making it something like this.

SELECT Column1, column2, Column3 FROM table_name WHERE username='Admin' AND password='p@ssw0rd';

Now the developer assumes that users of his application will always put a username and password combination to get a valid query for evaluation by database backend. What if the user is malicious and enters some characters which have some special meaning in the query? For example a single quote. So, instead of putting Admin, he puts Admin’, thereby causes an error thrown by the DB driver. Why? Because of the unpaired quote entered by the user breaking the application logic. We will discuss the process in detail. To summarize: Whenever an attacker is able to escape the data boundaries, he can append data which then gets interpreted as code by the DB Driver and is executed on the SQL backend, thereby causing SQL injection.

ERROR-based SQL injections

In general, all programming languages give developers a flexibility to debug and fix their applications by using some inbuilt error-handling functions/libraries. These could be some explicit function, classes, or methods that deliver friendly error messages so that the troubleshooting experience can be streamlined and detecting the part of code responsible for raising those exceptions can be easier. These functions should be controlled before an application goes to production because they can dump a lot of sensitive info about the application and underlying logic, thereby making it easy for a bad guy to exploit the application. Therefore, those applications where these error-handling functions are available to aid in gaining useful info about the application or in dumping the database info by means of SQL interaction are classified as error-based SQL Injections[13,14,15]. Based on the way data is extracted using helpful errors, the error-based injections can be classified into two main types:

- Union-query type
- Double-query type

VII. CONCLUSION

After analyzing the various schemes or approaches for protecting the web application databases from SQL Injection attacks, we find that the more research is required in the authentication and authorization phase. The latest encryption algorithms like Advanced Encryption Standard, Secure Hashing techniques, etc should be applied for validating the user with examining its pre-recorded nature and behavior. So, the intentions of malicious users may be pre-measured. The security may be ensured by only permitting the authenticated user to do the database transaction. Many banking systems, reservation systems, etc. are using OTP/Security Key concept to stop the malfunctioning in the system. These keys are send on their registered mobile no/email. So, that unauthenticated transactions may be stopped. Various methods for generating security key are proposed. Future researcher may work on this secure key generation or on its application on application server.
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