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Abstract - Software testing is the process of validation and verification of the software product which in turn deliver the reliable and quality oriented software product to users. For this, an effective software testing process is required to generate effective test cases, which demand an effort, time and cost. In many software development organizations, the cost of testing can account for more than 40% of the total development cost for a software system. This necessity has increased the demand for techniques that can generate test data effectively as well as at low cost. This paper proposed an application of Genetic Algorithm (GA) for extraction of paths to be tested from UML Activity diagram and evaluation of its effectiveness. Activity diagram is transformed to activity flow graph and then assigning weights on it. On the weighted activity flow graph, GA operators will be applied to get path that must be tested first with the suitable test case.
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I. INTRODUCTION

For validating and verifying software system under development, testing is the most important activity of software development life cycle. Many software products fail in some or the other ways, just because of improper testing. It is the method to measure how much software system is conforming to its requirements specification specified by users and to estimate its correct operation [1, 2]. Testing techniques are classified as functional (black box) and structural (white box) testing. Functional testing is based on functional requirements whereas structural testing is done on code itself. Whole process of testing is comprises of three main activities which are test case generation, test execution, and test evaluation. Out of these three test case generation is the most critical and creative task. Results of the testing process is totally depends on the how effective test case were generated. Testing tools are available to do the testing either manually or automatically. Test cases can be derived from the models used for designing software specification as well as architecture. Notation used for the models plays the key role during the test cases generation. Many types of models are used to derive test cases [3, 4, 5].

Unified Modeling Language (UML) models are one of the highly ranked types of models considered and used [6, 7, 8, 9] as an important source of information for test case design. If it is satisfactorily exploited, it will reduce testing cost and effort and at the same time improve the software quality. Several studies and approaches have been defined by many of the researchers during the last decade to use different UML models to generate test cases [9, 10, 11, 12, 13, 14, 15, 16, 17] for black box as well as white box testing. In this paper, we use UML activity diagrams as source to generate path which is to be tested first. The Activity Diagram can help to describe the flow of control of the target system, such as the exploring complex business rules and operations, also describing the business process.

Evolutionary Testing, which are based on evolutionary algorithms [18, 19] are now popular in the industry for test case generation. The most commonly used population-based evolutionary computation techniques are motivated from the evolution of nature. For years, many researchers have proposed different methods for developing test data/case generators [20, 21, 22, 23] using soft computing approaches. Genetic algorithms (GA), evolutionary programming, evolutionary strategies and genetic programming are four well-known examples [24], which have been used in many fields [25]. GA is well known form of the evolutionary algorithms conceived by John Holland in United States during late sixties [26].

This paper presents a new application of Genetic Algorithm to generate the first path for testing from the activity diagram and helps in generating the good test cases. Activity diagram will be used a building block for extracting the paths to be tested. Generated path will also evaluate to show the effectiveness of the proposed approach. This paper is divided into 6 sections. Section 2 & section 3 describe about the basic structure of Activity Diagram and GA respectively. In section 4, our proposed approach is discussed while section 5 describes the case study based on the proposed approach. Section 6 concludes the paper.

II. ACTIVITY DIAGRAM

The Activity Diagram can help to describe the flow of control of the target system, such as the exploring complex business rules and operations, describing the use case also the business process. Activity diagrams show the workflow from a start point to the finish point detailing the many decision paths that exist in the progression of events contained in
the activity [27]. The activity can be described as an operation of the system. The model elements consist of initial node, final nodes, nodes, edges. The nodes represent processes or process control, including action states, activity states, decisions, forks, joins and merge. The edges represent the occurring sequence of activities, objects involving the activity, including control flows, message flows and signal flows. Activity states and action states are denoted with round cornered boxes. Transitions are shown as arrows. Branches are shown as diamonds with one incoming arrow and multiple outgoing arrows each labeled with a boolean expression to be satisfied to choose the branch. Joins or forks are shown by multiple arrows entering or leaving the synchronization bar and merge shown by Diamond shaped box with multiple incoming flows. Figure 1 and figure 2 respectively show the main construct of activity diagram and example of an activity diagram which consists of most elements to describe an operation.

III. GENETIC ALGORITHM

Genetic Algorithms (GAs) are global optimization methods. GAs operates on a population of potential solutions, applying the principle of survival of the fittest to produce better and better approximations to a solution. GAs differing from conventional search techniques, start with an initial set of random solutions called population. Each individual in the population is called a chromosome, representing a solution to the problem at hand. A chromosome is usually, but not necessarily, a binary bit string. The chromosomes evolve through successive iterations, called generations. During each generation, the chromosomes are evaluated, using some measure of fitness. To create the next generation, new chromosomes, which called offspring, are formed by merging two chromosomes from current generation using a crossover operator or modifying a chromosome using a mutation operator. A new generation is formed by selecting, according to the fitness values, some of the parents and offspring and rejecting others so as to keep the population size constant. After several generations, the algorithm converges to the best chromosome, which hopefully represents the optimum or sub-optimal solution to the problem [26] [28] [29] [30]. Figure 2 shows the structure of a simple GA.

Operators of GA

Before applying the basic operations of the GA it is required to encoding a chromosome. A chromosome should in some way contain information about solution that it represents. There are different methods of representing a chromosome in the genetic algorithm, e.g. using binary, Gray, integer or floating data types. After encoding the chromosome, GA operators for reproduction will be applied on them. These operators, crossover and mutation, are the key to the power of GAs. They are the operators which create new individuals with the idea that the new individuals will be closer to a global optimum.

a) Crossover Operator

Crossover selects genes from parent chromosomes and creates a new offspring. The simplest way how to do this is to choose randomly some crossover point and everything before this point copy from a first parent and then everything after
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a) Crossover point copy from the second parent. The crossover operators search for better genes (building blocks) within the genetic material. The objective here is to create better individuals and a better population over time by combining material from pairs of (fitter) members from the parent population. Crossover occurs according to a crossover probability. Basic operation of crossover will be done as shown in figure 3:

![Crossover Examples](image)

Figure 3: a) One Point Crossover, b) Two Point Crossover

b) Mutation Operator

After a crossover is performed, mutation takes place. Mutation is intended to prevent falling of all solutions in the population into a local optimum of the solved problem. Mutation operation randomly changes the offspring resulted from crossover. In case of binary encoding we can switch a few randomly chosen bits from 1 to 0 or from 0 to 1. Mutation can be then illustrated as shown in figure 4:

<table>
<thead>
<tr>
<th>Before Mutation</th>
<th>After Mutation</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 1 0 0 1 0</td>
<td>1 0 0 1 1 0</td>
</tr>
</tbody>
</table>

Figure 4: Before and after Mutation

Crossover and Mutation Probability:

There are two basic parameters of GA - crossover probability and mutation probability. Crossover probability says how often will be crossover performed. If there is no crossover, offspring is exact copy of parents. If there is a crossover, offspring is made from parts of parents' chromosome. If crossover probability is 100%, then all offspring is made by crossover. If it is 0%, whole new generation is made from exact copies of chromosomes from old population (but this does not mean that the new generation is the same!). Crossover is made in hope that new chromosomes will have good parts of old chromosomes and maybe the new chromosomes will be better. However it is good to leave some part of population survive to next generation.

Mutation probability says how often will be parts of chromosome mutated. If there is no mutation, offspring is taken after crossover (or copy) without any change. If mutation is performed, part of chromosome is changed. If mutation probability is 100%, whole chromosome is changed, if it is 0%, nothing is changed.

IV. PROPOSED APPROACH

Proposed approach comprises 6 steps which are shown in the figure 5. Details of all the steps are as follows:

Step 1: Designing of an Activity Diagram based on the specification of the Use Case and Objects.

Step 2: Transformation of Activity Flow Graph

For each of the construct of the activity diagram, a node in the activity flow graph is created. Activity flow graph is directed graph where each node in the activity graph represents a construct and each edge of the activity graph represents the flow in the activity diagram. The mapping between activity diagram construct and activity flow graph is based on the conversion rules proposed in Table 1 [17].

<table>
<thead>
<tr>
<th>No.</th>
<th>Constructs of Activity Diagram</th>
<th>Node of Activity Flow Graph</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Initial Node</td>
<td>Node of type S with no incoming edge</td>
</tr>
<tr>
<td>2</td>
<td>Activity Final Node</td>
<td>Node of type E with no outgoing edge</td>
</tr>
<tr>
<td>3</td>
<td>Flow Final Node</td>
<td>Node of type E with no outgoing edge</td>
</tr>
<tr>
<td>4</td>
<td>Decision Node</td>
<td>Node of type D</td>
</tr>
<tr>
<td>5</td>
<td>Guard Condition associated</td>
<td>Node of type C and associated with condition string. Its parent</td>
</tr>
<tr>
<td>Step</td>
<td>Activity Node</td>
<td>Description</td>
</tr>
<tr>
<td>------</td>
<td>---------------</td>
<td>-------------</td>
</tr>
<tr>
<td>6</td>
<td>Merge Node</td>
<td>Node of type M and having single outgoing edge</td>
</tr>
<tr>
<td>7</td>
<td>Fork Node</td>
<td>Node of type F with single incoming edge</td>
</tr>
<tr>
<td>8</td>
<td>Guard condition associated with fork node</td>
<td>Node of type C and its parent node is of type F</td>
</tr>
<tr>
<td>9</td>
<td>Join Node</td>
<td>Node of type J and will have one outgoing edge.</td>
</tr>
<tr>
<td>10</td>
<td>Activity Node</td>
<td>Node of type A. Its associated string is activity name.</td>
</tr>
</tbody>
</table>

Step 3: Collect all the node information by traversing the Activity Flow Graph.  
This step is to collect information of number of the nodes/activities calling a particular node i.e. FANIN as well as number of the nodes/activities called by that node i.e. FANOUT. These counts will help in to rank the criticality and rank of the node. Higher counts of the FANIN, and FANOUT, for a node i show that the node has critical processing and required to give higher rank during the testing. These counts will also used to assigned weights to each edge of the Activity Flow Graph. Additional to FANIN, and FANOUT, it is also required to keep the information of the distance (DIST_NODE) of the node i from the initial node. Distance from the initial node is the count of the number of nodes needs to traverse to visit that node.

Step 4: Assigning weights to the nodes of the Activity Flow Graph.  
In this step we start with the initial value of the weight which will be selected based on the Activity flow graph. Weights are assigned to the edges based on the rank of the nodes to which it is ending. Path having critical nodes will get higher weights. FANOUT, FANOUT will highlight the criticality of the node and edge originating to that node. Path, weights of all the incoming edges will summed up and distributed to next level i.e. to the outgoing edges from that node. Distribution will be done using the 80-20 rule as proposed in [2]. Edge originating to higher rank node will get 80% of the total weight of the current node and rest 20% will be assigned to other edge. By this rule 80% weights will be credited to fork, looping nodes as these nodes having higher rank and more critical to others and they required more emphasis during testing. If many edges which are exist from a node having looping or branching paths than 80% will be equally divided between them and rest of 20% will be given to sequential path.

Step 5: Generate random test case.  
A activity flow graph has $2^n$ paths where n is number of branches. Traversing each path may be very time consuming therefore it is required to select a meaningful paths as target paths. The entire selected path must cover all the branches, statements and each construct of the actual program going to be developed. All the test cases will be defined based on the path selected for testing. So we start with selecting a random generated test case which will be represented by binary bits. Number of bits used for the representation will be the number of decisions nodes presented in the activity flow graph. Bit 0 represented false edge execution while 1 represented true edge of the decision node. This randomly generated test case is able to execute all the nodes exactly once. From this initial populated test case new test cases will be generated in the next step.

Step 6: Applying GA to generate the test cases for all the testing scenarios.  
This last step is repetitive process in which random Genetic Algorithm will be applied to initial populated test case generated in the previous step. The GA operators are Selection, Fitness Function, Crossover, Mutation and Reinsertion. Each of these operators plays important role in generation of test data. Following sub steps will be applied until evaluation objectives not satisfied.

a) Selection: The selection of parents for reproduction is done according to a probability distribution based on the individual’s fitness values. First the fitness value is calculated using the Fitness function. Weights are used to determine the relative contribution of a path to the fitness calculation. Thus, more weight is assigned to a path which is more “critical”. Criticality of the path to test data generation is based on the fact that predicate, loop and branch nodes are given preference over sequential nodes during software testing. The fitness value of each chromosome is calculated by using the formula given below:

$$F = \sum_{i=0}^{n} w_i$$  \hspace{1cm} (Eq. 1)

where, $w_i$ is weight of $i^{th}$ node in a path under consideration and n is number of nodes in a current path. Weight of $i^{th}$ node is calculated by using FANIN, FANOUT and distance_node information of the path as shown by equation given below.

$$w_i = (\text{FANIN}_i \times \text{FANOUT}_i) \times (\text{DIST\_NODE}_i)^2$$  \hspace{1cm} (Eq. 2)

Probability of selection SEL\_PROB is given by

$$\text{SEL\_PROB} = \frac{F_m}{\sum F_m}$$  \hspace{1cm} (Eq. 3)

where $m = 1$ to $n$ and $n$ is population size.

b) Crossover: Before the crossover operator may be applied, the individual can be converted into a binary representation. There are number of techniques of crossover, but all require swapping of sequence of bits in the chromosome. It involves swapping between two individuals or test data. Crossover happens according to a crossover probability CROSS\_PROB. For each parent selected, generate a random real number R in the range [0, 1]; if $R < \text{CROSS\_PROB}$ then select the parent for crossover. CROSS\_PROB is assumed to be 80%. Two point crossover operation is applied when the parents are selected based on the CROSS\_PROB.

c) Mutation: Mutation always works after the crossover operator. This kind of mutation is called here normal mutation which operates on chromosomes created during crossover, and flips each bit with the pre-determined probability. In mutation the bits are flipped from 0 to 1 and vice versa. Mutation occurs according to a mutation probability
MUTA_PROB. To perform mutation, a real number $R$ is generated in the range $\{0, 1\}$ for each chromosome in the offspring and for each bit within the chromosome. If this generated number $R$ is less than the MUTA_PROB then mutation will be performed.

Same procedure is carried out for the new data set obtained for further crossover and mutation until we start getting better values of the fitness function $F$.

V. CASE STUDY OF PROPOSED APPROACH

Step 1: For experiment the proposed approach an Activity Diagram for Library Book Issue process available at [30] will be used. This diagram is shown in figure 6. As defined in the second step, this activity diagram will be transformed to activity flow graph as shown in figure 7. As per the step 3, information related to each node will be identified as shown in table 2.

<table>
<thead>
<tr>
<th>Node No.</th>
<th>FANIN</th>
<th>FANOUT</th>
<th>DIST_NODE</th>
<th>FANIN * FANOUT * (DIST_NODE)$^2$</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>Initial Node</td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>1</td>
<td>1</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>4</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>18</td>
</tr>
<tr>
<td>5</td>
<td>1</td>
<td>1</td>
<td>4</td>
<td>16</td>
</tr>
<tr>
<td>6</td>
<td>1</td>
<td>1</td>
<td>4</td>
<td>16</td>
</tr>
<tr>
<td>7</td>
<td>1</td>
<td>2</td>
<td>5</td>
<td>50</td>
</tr>
<tr>
<td>8</td>
<td>1</td>
<td>1</td>
<td>6</td>
<td>36</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
<td>1</td>
<td>6</td>
<td>36</td>
</tr>
<tr>
<td>10</td>
<td>1</td>
<td>2</td>
<td>7</td>
<td>98</td>
</tr>
<tr>
<td>11</td>
<td>1</td>
<td>1</td>
<td>8</td>
<td>64</td>
</tr>
<tr>
<td>12</td>
<td>2</td>
<td>1</td>
<td>7</td>
<td>98</td>
</tr>
<tr>
<td>13</td>
<td>1</td>
<td>1</td>
<td>8</td>
<td>64</td>
</tr>
<tr>
<td>14</td>
<td>1</td>
<td>1</td>
<td>9</td>
<td>81</td>
</tr>
<tr>
<td>15</td>
<td>3</td>
<td>0</td>
<td>Ending Node</td>
<td>0</td>
</tr>
</tbody>
</table>

Table 2: FANIN, FANOUT and DIST_NODE Information for each node

Figure 6: Activity diagram for book Issue process of Library Automation System [30]
After getting the node information in step 3, weights of all the edges will be identified and added to activity flow graph in step 4. These weights are also mentioned with all the edges to activity flow graph in Figure 7. As the generated graph is sparse in nature, the initial weight taken as 10. If it is dense, then we can take initial weight as 100. Now in step 5, a random test case is generated. Initial population is selected is 010, 100, 110. Path relevant to initial population 010 will be 1, 2, 3, 4, 6, 15. Path relevant to initial population 100 will be 1, 2, 3, 4, 6, 7, 8, 12, 13, 14, 15. Path relevant to initial population 110 will be 1, 2, 3, 4, 6, 7, 9, 10, 12, 13, 14, 15. Fitness for each of the initial test data is 39, 368, and 466 respectively. Table 3 shows information related to iteration I of GA process. This process will be repeated for a number of iterations to get the test data with the highest fitness value. Path corresponding to this test data will be tested first. For the chosen example, chromosome 110 was found with the highest fitness value so the path corresponding to chromosome 110 must be tested first. Path corresponding to this test data is 1, 2, 3, 4, 6, 7, 9, 10, 12, 13, 14, 15.

VI. CONCLUSION

In software testing, the generation of testing data is one of the key steps which have a great effect on the automation of software testing. In this paper, an approach is presented which is used with activity diagram as a main input construct to identify the test case from where to start i.e. propose approach is trying to find the path that must be tested first and the
test cases relevant to that path be prepared first. Main input to the approach is the activity diagram which is transformed to activity flow graph to applying GA on it. Genetic algorithms are often used for optimization problems in which the evolution of a population is a search for a satisfactory solution given a set of constraints. The greatest merit of genetic algorithm in program testing is its simplicity. By identifying the best path for testing first, it can be achieved more effective way of testing which in turns help in project management for effort & cost estimation and their distribution and quality enhancements.

REFERENCES

[18] André Barresel , Hartmut Pohlheim , Sadegh Sadeghipour, Structural and functional sequence test of dynamic and state-based software with evolutionary algorithms, Proceedings of the 2003 international conference on Genetic and evolutionary computation: PartIII, July 12-16, 2003, Chicago, IL, USA


