Three R’s of Software Engineering: Reuse, Reengineering, Reverse Engineering
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Abstract—With an initial aim of modernizing legacy systems, often written in old programming languages, software reverse engineering has now extended its applicability to virtually every kind of software system. Existing system’s modification or replacement often applies reverse engineering for understanding of that system. Reverse engineering is nowadays used for more than one purpose that is sometimes illegal also. This paper presents an insight on this exciting and swiftly growing technology in the computer world.
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I. INTRODUCTION

Engineering is the profession involved in designing, manufacturing, constructing, and maintaining of products, systems, and structures. Software Engineering is concerned with putting computer knowledge to practical use. It is application of a systematic, disciplined, quantifiable approach to the development, operation, and maintenance of software, i.e. the application of engineering to software. Software is the engine that makes run everyday life, such as in business, industry, administration, research, etc. As enterprise software systems are continually growing in complexity, IT industry is forced to find ways to streamline development process. Software engineering is believed to be one such approach as most effective way to significantly improve the software process, shorten time-to-market, improve software quality and application consistency, and reduce development and maintenance costs.

II. SOFTWARE REUSE

Code reuse is called Software reuse. Software reuse is the process of creating new software systems from existing software components. Reuse has an enormous impact on productivity. The following elements of software reused are software specifications, designs, tests cases, data, prototypes, plans, documentation, frameworks and templates. Reusability is the degree to which the artefacts can be reused. It is ability to use some of parts or the greater part of the same programming code or system design in another application. Reusability is the segment of source code that can be used to add new functionalities with slight or localizes code modifications when a change in implementation is required[2]. Reusability is the extent to which a software component is able to be reused. Reusable modules and classes increase the prior testing reduce implementation time & use has eliminated bugs & no modification. Reusability is the degree to which the artefacts can be reused. A reusable component may be code, but the bigger benefits of reuse come from a broader and higher-level view of what can be reused. Software reuse can cut software development time and costs. A good software reuse process facilities the increase of productivity, quality, and reliability and the decrease of costs and implementation time. An initial investment is required to start a software reuse process, but that investment pays for itself in a few reuses. In short, the development of a reuse process and repository produces a base of knowledge that improves in quality after every reuse, minimising the amount of development work required for future projects and ultimately reducing the risk of new projects that are based on repository knowledge[8].

Classification of Software Reuse

Transformational vs. compositional reuse. Transformational systems are obtained via transformations of high-level specification of the desired system whereas in the second approach systems are obtained from combining components by the choice of the developers.

Black box vs. white box reuse. In the first approach products are reused as-is whereas in the second approach products can be modified to the specific application.

Abstraction reuse. Reuse applied at the level of requirements, code, design, tests, etc.

Development of reusable assets vs. application reuse.

Vertical vs. horizontal reuse. The former takes place in the same domain for example, financial object models, algorithms, frameworks; the latter is related to the assets which are created for on domain but are reused in different one. Examples of them include GUI objects, database access libraries, authentication service, and network communication libraries.
Procedures reuse. It means reusing skills and know-how. This has received significant attention from the expert-systems community while project managers tend to reuse skills informally when they reassign personnel. To encapsulate knowledge funds are needed[4].

**Software Reuse Methods**

Software development is divided into stages such as requirements analysis and specification, design, coding, testing and maintenance. To manage difficulties of the development process different models are proposed. Reuse methods can be divided in two groups:

**Generative methods.** The idea is very similar to automatic programming, however while automatic programming tries to automate the whole process of software development, the generative approach tries either to automate the sequences of transformations of the process development or narrows the application domain.

**Compositional methods.** It is the most common form of reuse and it is based on reusing components stored in libraries as potential assets for new software developments. One of the most effective ways to significantly improve the software process, shorten time-to-market, improve software quality and application consistency, and reduce development and maintenance costs is the systematic application of software reuse. Software reuse can be opportunistic or ad-hoc and planned[3][8].

**Reuse Metrics and Models**

According to Frakes, reuse models and metrics are categorized as following as shown in Fig 1:

1. Cost Benefit Analysis
2. Maturity Assessment
3. Amount of Reuse
4. Failure Model Analysis
5. Reusability Assessment
6. Reuse Library Metrics

![Reuse Metrics and Models]

**III. SOFTWARE REENGINEERING**

Software Re-engineering is the examination, analysis and alteration of an existing software system to reconstitute it in a new form, and the subsequent implementation of the new form. The process typically encompasses a combination of other processes such as reverse engineering, re-documentation, restructuring, translation, and forward engineering. The goal is to understand the existing software (specification, design, implementation) and then to re-implement it to improve the system's functionality, performance or implementation[1].

There are four re-engineering objectives, they are: Preparation for functional enhancement, Improve maintainability, Migration, and Improve reliability. Figure refers to the general model of software re-engineering and illustrates the reverse engineering and forwarded engineering.
Reverse engineering is the process of analyzing a system to identify its system's components and their interrelationships and to create representations of the system at a higher level of abstraction. It can also be seen as "going backwards through the development cycle. In software engineering, good source code is often a variation of other good source code. Frequently, engineers use reverse engineering to obtain quick solutions to design and maintenance. Reverse engineering can be viewed as the process of analyzing a system to identify the system's components and their interrelationships and to create representations of the system at a higher level of abstraction and to create the physical representation of that system. Reverse engineering is a truly exciting field of research that is ready to be taught in computer science, computer engineering, and software engineering curricula. There is need to integrate forward and reverse engineering processes for large evolving software systems and achieve the same appreciation for product and process improvement for long-term evolution as for the initial development phases. It is a multistage process aimed at using capital resources efficiently and increasing productivity[6].

Two types of reverse engineering are software and hardware reverse engineering.

Software Reverse Engineering
It is the decompilation of any application, regardless of the programming language that was used to create it, so that one can acquire its source code or any part of it. Design for change for instance, focuses on the aspect of developing software
due to the fact that each software system will age. Reverse engineering techniques provide the means for recovering lost information and developing alternative representations of a system, such as generation of structure charts, dataflow diagrams, entity-relationship diagrams, etc. Software reverse engineering involves reversing a program's machine code back into the source code that it was written in, using program language statements. Software reverse engineering is done in order to retrieve the source code of a program because the source code is lost. It is used to study how the program performs certain operations. Software Reverse Engineering is done to improve the performance of a program and fix a bug. It is adapted to identify malicious content in a program such as a virus. It is used to adapt a program written for use with one microprocessor for use with another and it is done to understand how a product works more comprehensively than by merely observing it. It is used to Investigate and correct errors and limitations in existing programs. The purpose of Software Reverse Engineering is to study the design principles of a product as part of an education in engineering and make products and systems compatible so they can work together or share data. It is done to evaluate one's own product to understand its limitations and determine whether someone else has literally copied elements of one's own technology. The common use of it is to transform obsolete products into useful ones by adapting them to new systems and platforms. The reverse engineer can reuse code in his own programs or modify an existing program to perform in other ways. He can use the knowledge gained from RE to correct application programs, also known as bugs. But the most important is that one can get extremely useful ideas by observing how other programmers work and think, thus improve his skills and knowledge.

Figure 3: Example of Software Reverse Engineering

In the figure, java source binaries are imported in the UML model. With the help of reverse engineering, existing source code can be imported into the current model. This helps in utilizing existing code and developing new design without copy the old code. One group of reverse engineers are users of old products, who want to maintain them, but find that the original supplier may no longer exist, or may have dropped support for the product. Reverse engineering for the purpose of copying or duplicating programs may constitute a copyright violation. In some cases, the licensed use of software specifically prohibits reverse engineering[7][8].

Hardware Reverse Engineering

It involves taking apart a device to see how it works. For example, if a processor manufacturer wants to see how a competitor's processor works, they can purchase a competitor's processor, disassemble it, and then make a processor similar to it. Computer vision has been widely used to scan PCBs for quality control and inspection purposes, and based on this, there are a number of machine vision for analyzing and reverse engineering PCBs. However, this process is illegal in many countries. In general, hardware reverse engineering requires a great deal of expertise and is quite expensive.

V. CONCLUSION

Investing in program understanding technology is critical for the software and information technology industry to control the inherent high costs and risks of legacy system evolution. There is also a desire, amongst some software users, to reengineer old software, to make it more modular, reusable, accessible or reliable. Thus, Reverse engineering is a truly exciting field of research that is ready to be taught and used as a beneficial technology in the industry. Infrastructures for tool integration have evolved in recent years. It is expected that control, data, and presentation integration technology will continue to advance at amazing rates.
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