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Abstract - Software systems are prone to security vulnerabilities. Security is very important aspect of any software. In spite of security mechanisms available, there is increasing security threats revealed every year. This is a continuous problem with software systems as new threats are tried out by attackers. This paper solves this problem by developing a framework with an attack injection methodology which continuously discovers vulnerabilities in software systems and allows security administrators to resolve the issues. A prototype application is built to demonstrate the methodology. The application gets protocol details from networked server and makes attacks to discover vulnerabilities and the vulnerabilities thus discovered are persisted to a database. This helps in rectifying problems or fixing bugs in the software that causes security vulnerabilities. The empirical results revealed that, the proposed methodology is effective in locating vulnerabilities.
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I. Introduction

Computer usage has become part of human beings in all walks of life. It has become an essential part of any work. This does mean that reliance on computer systems is increasing dramatically each and every year. The emerging technologies, advancements in storage and security, the Internet and all such things paved way for this reliable usage of computers in all businesses and personal pursuits. The software development processes have been around ever since man started using systems to develop software. However, every software built by humans based on some systematic approach known as software process model, may have bugs hidden. With respect to security, the bugs are known as vulnerabilities. These vulnerabilities are exploited by hackers and adversaries to perform security attacks for monetary or other gains. This is the reason for this research paper. This paper aims at developing a new methodology that helps in discovering security vulnerabilities of networked servers. This paper also presents a Vulnerability Prediction Tool that is meant for generating attacks on target server based on the protocol specifications of target server. Once the vulnerabilities are discovered, they are handed over to the team involved in the development of target server. The software development team follows traditional debugging and other techniques to spot the vulnerabilities and rectify them.

The proposed methodology and vulnerability detection tool are meant for proactively making attacks on target server, in this case it is Red Hat Linux, with a good intention to make a list of vulnerabilities and let the development and security personnel of the target server to identify and fix the problems so as to avoid the security threats from real adversaries who make attacks for monetary or other gains. While making attacks the expected behavior and abnormal behaviors of server against various attacks are observed. The expected behavior does mean that there is no security vulnerability exists with respect to the attack made based on the test definition which is driven by protocol specification. Any behavior of server that deviates from expected one confirms the presence of vulnerability. These results are valuable to the team that takes care of security of the target server. The nice thing about the proposed vulnerability detection tool is that, it does not need the source code of the target server in order to make attacks on it. Instead it treats server OS as block box and perform attacks. The tool simply needs protocol specifications of target server that give enough information to derive test definitions, generate attacks and inject them to complete the experiments and discover vulnerabilities in the target server. The tool follows certain phases such as generate attacks, inject attacks and look for errors or failures. The generate attacks phase takes protocol specifications as input and generates a set of test definitions. In turn these test definitions are used to generate attacks. The inject attacks phase is actually injecting attacks generated by generate attacks phase. Once injecting attacks is completed, it results in discovery of vulnerabilities. The following sections throw light into review of literature, proposed methodology and tool creation details.
II. Related Work

This paper deals with vulnerability discovery in networked servers. This work has been influenced by previous researches that are reviewed in this section. Broadly the related work of this paper can be classified into fault injection, fuzzers, vulnerability scanners and static vulnerability analyzers, runtime prevention mechanisms and software rejuvenation. Fault injection is an experiment that is meant for injecting faults intentionally and estimating the handling mechanism built into a software system. As discussed in [2] and [3] error latency and fault coverage characterize the fault injection mechanisms. Fault injection mechanisms are traditionally used to discover software and hardware bugs in the IT systems. Such bugs may range to simple memory errors to complex ones. The tools Xception and FTPA as described in [4] and [5] respectively can effectively inject hardware and software faults into the target system that is under evaluation. This enables the users of the tools to find out and fix bugs in the system at hardware and software levels. In this paper, the proposed tool by name Vulnerability Detection Tool is meant for injecting attacks into a network server and discovers its vulnerabilities. This is something different from fault injections as it can inject more complex faults and also monitor vulnerabilities more effectively. This tool really emulates attack as if it is made by an attacker or hacker in the real world. As reviewed in [6] the origin of vulnerabilities might from POSIX APIs and interfaces related to device drivers. The simple fault injectors are not sufficient to discover faults in networked servers. This is the reason why the proposed tool is built for making sophisticated fault injections into Red Hot Linux server and discovers its vulnerabilities.

Another way of discovering faults in software systems is by using fuzzers. The fuzzers are used to inject random samples interactively into software components. However, they are not as good as fault injection mechanisms. Fuzz [7] scrambled command line characters and thus spoiled the execution of an application. It generates random characters in large quantities. When tested with fuzzers, many programs failed or crashed that indicates dangerous flaws in the software system. As discussed in [8] by running millions of iterations it was possible to bring about many security flaws hidden in the system. Fuzzers need to know the software behavior beforehand. Instead they test the behavior of systems randomly. They lack in mechanisms for monitoring when compared with the proposed tool in this paper. The proposed tool is independent of target server and its underlying protocols. However, it needs the protocol specification knowledge and it gets it on the fly automatically. That way it is not dependent on the target servers.

Vulnerability scanners are the tools for discovering vulnerabilities in software systems. Most of the time these tools discover vulnerabilities in network machines. In the literature there are many such tools reviewed. They include Qualys-Guard [9], SAINT [10] and Nessus [11]. These tools maintain databases that contain known vulnerability details and a collection of attacks in order to discover the vulnerabilities. Their approach is that they get information about the execution environment of the target system and that is correlated with the information available in the database of these tools in order to determine security vulnerabilities. After knowing the vulnerabilities, these tools make corresponding attacks on the vulnerabilities and generate statistics about successful attacks. That information is very useful to find and fix bugs in the software system that has been evaluated. The drawback of these tools is that they can discover only known vulnerabilities.

Static vulnerability analyzers are other kinds of tools that analyze the source code or binary code of the applications under evaluation. When compared with attack injection, they follow different approach in which source code is analyzed for vulnerabilities [12], [13]. Once the detection of vulnerabilities is made, the programmers can examine only the parts in which code is suspected. This idea in [14] is extended where the binary code is analyzed. Race conditions and other such errors are also fixed using static analysis. As per the literature available these tools are very effective in locating such bugs or problems in the software systems. However, they are having limitations as they produce many false positives in the process of detecting vulnerabilities.

Runtime prevention mechanisms were also used in the past for discovering vulnerabilities in software systems. These mechanisms change the environment at runtime in order to exploit the presence of vulnerabilities. This assumption is that it is not feasible to remove all bugs from a system. It does mean that it is preferable to have damages caused by these explorations. Most of the systems that follow this mechanism target the errors like buffer overflows. Few such examples include PointGuard [15] and StackGuard [16]. These tools are static analyzers and they are compiler based. However, at runtime in case of buffer overflow, the program execution gets stopped before actual attack code is executed. As per [17] these tools are capable of preventing only a subset of attacks. A tool introduced in Windows XP service pack 2 is known as DEP (Data Execution Prevention) that prevents an executable code to run in a non executable region [18]. In [19] pointer prediction approach has been discussed as PaX provide program memory randomization that helps in thwarting attacks. Libsafe tool follows another approach that intercepts library calls that prevent hijacking of the main control flow of an application under evaluation [20]. Bad resource management problem is addressed by many techniques that lead to software aging. Software rejuvenation is an approach used to reduce the effects of software aging [21]. This technique is used to effectively remove effects of software aging. The problem with software rejuvenation is that even after rectifying the problem the software aging problem may occur again.
III. Proposed Methodology

We propose an attack injection methodology that discovers vulnerabilities in select networked servers. Networked servers have inherent and latent vulnerabilities that are not unearthed unless some attacks are made. When attacks are made by adversaries, the network servers fail to perform their functionalities. The security attacks made by hackers cause the IT systems to lose important sensitive information. It is essential to test the servers to find whether there are security vulnerabilities. The fig. 1 shows architecture of proposed methodology.

Fig. 1 – Architecture of Proposed Methodology

As can be seen in fig. 1, the architecture shows the methodology used in discovering vulnerabilities in the target servers. Networked servers are of many types such as Windows, Linux, and Apple Mac and so on. Before making attacks it is required to know the protocols used by the target server. For this reason network server protocol specifications are used. From the protocol specifications, the proposed system takes details of a particular protocol. The extracted protocol specification details are kept in a database for further usage. Based on the specification, various kinds of tests are defined. The tests thus defined are used in the proposed framework. The attack generator component of the proposed architecture makes use of the defined tests and generates various attack instances. Such attacks are saved to a database for further use. These attacks are used by attack injector which is responsible for actually injecting attacks into target server and get the responses. The attack injection result may be positive or negative. Positive does mean that attack is made successfully and certain vulnerability has been discovered. Negative does mean that attack was not successful and that indicates robustness of target server in that area. The attack injector component various sub components for the purpose of processing attacks, injecting packets, and collecting response and execution data. The results of the attack injection process are saved to database known as attack injection results database. Target server is the component that existed in the real world. It is a networked server with security in place. However, there might be unknown security vulnerabilities that are discovered by the proposed framework.

IV. Algorithms Used

The algorithms proposed in [1] are used for the experiments. They are given in this paper. The first algorithm is meant for generating attacks while the second algorithm is meant for generating of malicious strings.

![Algorithm for generating of attacks](image-url)
This algorithm traverses all message types and states of protocol in order to maximize the attack space. Based on the message type each and every test case is generated. This algorithm is different from others as it populates each field with wrong values systematically instead of using only legal values. Overall, this algorithm takes specification of network server protocol and generates various security attacks to discover vulnerabilities in the specified server.

```java
public void generateIllegalWords(String specification, List<String> maliciousTokens, int maxCombinations) {
    List<String> tokens = new ArrayList<String>(maliciousTokens);
    List<String> payloads = new ArrayList<String>();
    for (String token : tokens) {
        payloads.add(token);
    }

    int k = 1;
    while (k <= maxCombinations) {
        List<String> combinations = new ArrayList<String>(choose(tokens, k));
        for (String combination : combinations) {
            payloads.add(combination);
        }
        k++;
    }
}
```

Fig. 3 – Algorithm for generating malicious strings

As can be viewed in fig. 3, this algorithm takes specification of the field, list of malicious tokens, predefined list of special tokens and maximum number of token combinations as input and generates malicious strings as output. This output is used in discovering vulnerabilities in the target server.

V. Experiments

This section describes the environment used for conducting experiments and the way experiments are conducted.

Environment

The environment used to build a prototype application for the purpose of making experiments include JDK 1.6 (JSE 6.0), NetBeans IDE, Oracle 10G Express Edition, a PC with Linux Server running. No special hardware or software is required apart from this.

Prototype Application

An application is built with GUI (Graphical User Interface) that facilitates to achieve the goal of this paper. The aim of this paper is to make attacks on networked server with the intention to discover vulnerabilities and let security personnel to fix the discovered vulnerabilities. General IDS (Intrusion Detection System) applications are meant for detecting intrusions made by adversaries. However, the proposed tool is to make attacks proactively and discover vulnerabilities. The attacks are devised based on the knowledge gained from the protocol specifications of target...
server. The vulnerability detection tool or the application developed in this paper ensures that attacks are made based on test definitions that are driven by the facts given in the protocol specifications of target server. As can be seen in fig. 4, the tool is built in Linux environment using Java programming language. Java’s SWING API is used to build graphical interface while the network API is used for communication with target server. IO is used to perform read and write operations on local file system while JDBC (Java Database Connectivity) is used to perform database operations. The application has two important components or modules. They are known as attack generator and attack injector. The attack generator module is used to define various tests meant for generating attacks. These tests are based on the protocol specifications collected from target server. In our experiments we used Red Hot Linux server as target server. The vulnerability discovery tool also tested in Linux environment. The procedure followed by the tool is very much similar to the description given about the architecture of proposed methodology as shown in fig. 1. The attack generator module is responsible to make use of tests defined and generate possible attacks. It does mean that an attack is generated for each test definition. The collection of attacks that generated is persisted to database. These attacks are used by the attack injector module. The attack injector module is responsible to actually inject attacks into target server. It monitors the attacking process and also results there of. The attack results are saved to database as attack injection results. The results of attacks are then used by security personnel of target server to focus on the vulnerabilities and take steps to ensure that those vulnerabilities are rectified and they no longer give chance to security threats in future. As can be seen in the results shown in fig. 4, it is evident that there are some vulnerabilities discovered in case of Red Hot Linux server which is freely available for download over Internet.

VI. Conclusion

This paper presents a methodology that makes attacks on networked servers and discovers security vulnerabilities. To demonstrate this prototype application is built that takes protocol specification details from server and performs various attacks on the server and discovers vulnerabilities. The discovered vulnerabilities are then persisted into database for further steps to fix the bugs in the software in which vulnerabilities are found. The experiments are made on Linux server and the empirical results revealed that the proposed tool is capable of discovering vulnerabilities effectively.
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