Abstract -- Cleanroom Software Engineering is a management and technical process that produces high quality software. Cleanroom Software Engineering yields software that is correct by mathematically sound design and that is certified by statistically valid testing. In this paper we propose mutation testing to improve the existing Cleanroom Software Engineering. The main objective of the paper is to make Cleanroom Software Process radical for most developers and focuses on high-value tasks. As improvements on those tasks can yield the most benefit to an organization. To overcome the flaws of Cleanroom Software Engineering new steps have been proposed for improving the technology. Mutation testing helps a user to create test data by interacting with the user to iteratively strengthen the quality of test data. Because program units are so much smaller, testers can find failures more efficiently during unit testing. In addition, it is easier to track down and solve faults in software units.
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I. INTRODUCTION

Cleanroom Software Engineering is a set of techniques and practices for the specification, development and certification of software-intensive systems. The Cleanroom method has been used successfully on projects of various sizes and levels of complexity. Management of the Cleanroom process is based on a life cycle of development and certification of a pipeline of user-function increments that accumulate into the final product. Teams in IBM and other organizations that use the process are achieving remarkable quality results with high productivity. The Cleanroom approach as described is an amalgam of some of the most promising software engineering techniques.

Cleanroom is a software engineering development methodology that is claimed can produce near-zero defect software. It comprises a set of practices that cover the software development lifecycle from specification through to testing. Incremental development Systems are produced as a series of successive increments, each of which adds to the functionality of the existing code. Some of the Advantages are:

● Quality.
● Productivity.
● Life cycle costs.
● Return on investment.

To overcome the flaws of Cleanroom Software Engineering new steps have been proposed for improving the technology. Mutation testing helps a user create test data by interacting with the user to iteratively strengthen the quality of test data. Because program units are so much smaller, testers can find failures more efficiently during unit testing.

II. CLEANROOM SOFTWARE ENGINEERING

Cleanroom Software Engineering is a theory based team-oriented engineering process for developing very high quality software under statistical quality control. The Cleanroom process combines formal methods of object-based box structure specification and design, function theoretic correctness verification, and statistical usage testing for reliability certification on to produce software approaching zero defects. Cleanroom software engineering is an engineering and managerial process for the development of high-quality software with certified reliability.
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A. Project planning
Cleanroom project planning is robust, with emphasis on an incremental development process for managing requirements, risks, resources, reuse, and other technical factors influencing project success. The Cleanroom Reference Model incorporates additional CMM requirements for effective planning, such as ensuring adequate funding for the planning period itself, using estimates that are derived according to a documented procedure, and gaining explicit agreements from all individuals and groups who have responsibilities related to the project. Requirement analysis software requirements analysis and documentation are essential Cleanroom activities. Requirements management is a major aspect of Cleanroom incremental development. Ongoing confirmation or clarification of requirements occurs through planned customer evaluation of successive increments. New or changed requirements are accommodated through top down evaluation of impacts on all work products at the outset of each increment’s development cycle. As with all Cleanroom work products, the requirements document and all modifications to it are subject to peer review and engineering change control.

B. Incremental planning
Cleanroom approach is based on development and certification of a pipeline of user function software increments that accumulate into the final product. Incremental development enables early and continual quality assessment and user feedback, and facilitates process improvements as development progresses. The incremental approach avoids risks inherent in component integration late in the development cycle. Incremental development permits systematic management and incorporation of requirements changes over the development cycle. Incremental development as practiced in the Cleanroom process is based on the principle of referential transparency. Referential transparency means that the only thing that matters about an expression is its value and any sub expression can be replaced by any other that is equal in value. In the context of software development, this property requires that a specification and its design decomposition define the same mathematical function, that is, the same mapping from the domain of inputs to the range of correct outputs [1]. Architectural requirements and risk avoidance strategies place additional constraints on the increment content. For correctness, each increment must satisfy its parent specification through the functions it provides combined with the sub specifications it contains for future increments.

C. Software Reengineering
The purpose of the Software Reengineering Process is to prepare reused software for incorporation into the software product. Non-Cleanroom-developed software can be incorporated into Cleanroom projects. Such software may require reengineering to enable developers to maintain intellectual control and to achieve Cleanroom levels of quality and reliability. Software may be reused as is, reused through interface controllers such as wrappers, or reused after reengineering. Reused software must satisfy two principal Cleanroom requirements. First, the functional semantics and interface syntax of reused software must be understood and documented, to maintain intellectual control and to avoid unforeseen failures in execution.

D. Function Specification and increment Design
A key Cleanroom principle is that programs can be regarded as rules for mathematical functions (or relations). That is, programs carry out transformations from input to output that can be precisely specified as function mappings. Programs can be designed by decomposing their function specifications, and can be verified by abstracting and comparing their designed functions to their function specifications for equivalence. This concept is scale-free, with application ranging from large specifications for entire systems down to individual control structures, and to every intermediate decomposition and verification along the way. Three special types of mathematical functions are important in Cleanroom development because of their correspondence to useful system views, and their interrelationships in a stepwise decomposition and verification process. These functions are represented using Black box, State box and Clear box, collectively called Box Structures and are used by the specification team. Box structures map system stimuli and the stimulus histories into responses.

III. RELATED WORK
A phased implementation of the Cleanroom process enables quality and productivity improvements with an increased control of change. An introductory implementation involves the application of Cleanroom principles without the full formality of the process; full implementation involves the comprehensive use of formal Cleanroom methods; and advanced implementation optimizes the process through additional formal methods, reuse, and continual improvement. The MVS project, the largest IBM Cleanroom effort to date, successfully applied an introductory level of implementation [3]. Cleanroom [10, 2] is a software engineering methodology that challenges the traditional view that zero defect software is either unfeasibly expensive or well-nigh impossible for commercial software systems. It comprises a set of practices that cover the software development lifecycle from specification through to testing. Incremental development Systems are produced as a series of successive increments, each of which adds to the functionality of the existing code.

Shirley Becker and James Whittaker collaborated with other known practitioners to develop a comprehensive set of guidelines for the implementation of Cleanroom. Cleanroom Software Engineering Practices brings together concepts, lessons learned and best practices resulting from Cleanroom projects with which the authors participated in the past several years. This valuable book covers: specification and design of intended behaviour; incremental development process model; stepwise refinement of specifications to code; correctness verification of developed code; statistical certification of compiled software products and much more. Cleanroom Software Engineering is a set of techniques and practices for the specification, development and certification of software-intensive systems. The Cleanroom method has
been used successfully on projects of various sizes and levels of complexity but success stories of its use have focused on a particular aspect or on the final results but rarely on its actual implementation.

IV. PROPOSED MUTATION TESTING

Mutation testing, a white box technique introduced to prevent human errors in the software. During mutation testing, faults are introduced into a program by creating many versions of the program, each of which contains one fault. Test cases are used to execute these faulty programs with the goal of distinguishing the faulty programs from the original program. Faulty programs are called mutants of the original program and mutants are killed if the output of the mutant is different from the original problem. Mutants follow coupling effect, which says that complex faults are coupled into simple faults in such a way that a test data set that detects all simple faults in a program will detect most complex faults. Mutation analysis provides a test creation, rather than a test process. Attesting creation is a rule or collection of rules that improve requirements on a set of test cases.

Steps for mutation
1. System creates mutant version of the program when the same is submitted. Mutant operators are used to create the mutant, operator could be, replacing each operand with other legal operand, modify expressions by replacing operand or deleting the statement.

2. Test cases are supplied to the system to serve as input to the program. Each test case is executed on the original program and if the output is correct, it is executed on the mutant program.
3. After all the test cases have been executed the mutation score is computed. The mutation score is the ratio of dead mutant over the number of non-equivalent mutants.
4. If mutants are not killed set of test cases are enhanced by supplying new inputs. The mutants that are not killed are called equivalent mutants. Equivalent mutants are the mutant that produces the same output as the original program in every case so they are not killed.

A mutation score threshold can be set as a policy decision to require testers to test software to a predefined level. Failure in the software are detected when test cases are executed against the original program. The tester must decide whether the output of the program on each test case is correct.

V. CONCLUSION

We have studied various aspects of Cleanroom software engineering. The Cleanroom approach has both technical as well as management control. It is basically used for development of safety critical products and not for ordinary products. Cleanroom practitioners use tables and symbols formalism. Here, usage testing is done to indicate quality. It uses box structures for verification, so no debugging is required. But it cannot adapt quickly to rapidly changing requirements. For improving this aspect of Cleanroom Software Engineering, we suggest the use of mutation testing for requirements engineering. Unit testing is very important for debugging the human errors. But there is no provision for unit testing in Cleanroom Software Engineering. The inclusion of mutation testing can improve this aspect of Cleanroom Software Engineering. The Cleanroom Software Engineering can be further improved by finding the gaps between Case tools defined for the Cleanroom Software Engineering and how they can be used to improve Cleanroom Software Engineering.
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