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Abstract— Nowadays, several approaches are dealing with XML documents require generating the Structure Tree (XST) for these documents. These approaches could be for compressing, integrating, Ontology representation, finding similarity of XML documents. This paper investigates the proper ways to generate XST by proposing two algorithms each one depends on different parsing techniques, SAX and DOM and explains the main differences between them. Testing the memory and the time required to generate the XST shows that using SAX is faster and can save up to half the memory required using DOM.
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I. INTRODUCTION

eXtensible Markup Language (XML) is considered to be the de facto of representing and transferring data over the Web. Because of its features, XML become the main building block in managing information and exchanging this information through systems, software, and platforms. Its operability and readability features make this language to be used widely in different applications.

XML Structure tree (XST) has been used in different applications and algorithms to reach different goals. Compressing XML documents was and still an active topic. Some of the proposed algorithms aimed to only compress the XML document to reduce the storage and transferring requirements [1], [2], [3], [4], [5], [6], [7], [8], [9], [10], [11]. On the other hand, some of these compressors focus on compressing and retrieving information from the compressed version with little or no decompression. The latest approaches need to keep the structure part of the document for retrieving purposes and to do so, they need to generate the XST either indexed or normal trees [12], [13], [14], [15], [16], [17], [18], [19], [20], [21].

XML documents are generated through heterogeneous sources. The integration of these documents is a hot topic lately. There are different approaches to integrate XML documents, most of them focuses on the semantic relationship between these documents which require the generation of XST [22], [23], [24], [25], [26], [27], [28], [29]. Find the similarity between XML documents is another use of XST to compare the trees of the documents. This technique reduces the time requires to scan the required documents and find their similarity. Moreover, these techniques find not only if the documents are similar to each others, but also the ratio of the similarity [30], [31], [32], [33], [34].

The structure pare of the XML documents describes the syntax of these documents but lack the semantic relationship between their elements. Using Ontology is one of the techniques used to find the semantic relationships and use them in different applications by mapping the XML documents or their Schema to ontology classes. Most of the mapping techniques depend on the semantic tree or graph of these documents, which can be derived from XST [35], [36], [37], [38], [39], [40], [41], [42]. With all the importance of generating the XST, most of the previously mentioned references did not specify the exact algorithm used to generate the XST. In this paper we propose two algorithms to generate the XST. The first one depends on SAX parser, and the second one used DOM parser. The features of each parser alongside with the proposed algorithms, their correctness proof, and testing the algorithms are in the following sections.

II. XML PARSING

The process of parsing XML documents, which considered being the most expensive phase through the XML processing phases, passes through 3 stages [43]: (1) char conversion, where all the characters in the document are converted to the character code which can be understood by the host programming language used. (2) Lexical analysis, uses the Finite State Machine (FSM) to group the characters in the documents into W3C-known tokens, such as start-element, start-element-name, attribute-name …etc. Figure 1 shows a sample of FSM that achieve some cases in analysing the XML document. (3) Syntactic analysis, this stage checks if the XML document is well-formed, especially for nesting the tags, and other validation rules. Stack-like structure is used to reach this goal.

After the three parsing stages, the role of an API starts to make the well-formed XML document available to be used through a programming language. The next paragraph illustrates the main types of XML API and the differences between them.
III. DOM VS. SAX

There are two main types of APIs to parse XML documents, either memory-based; such as DOM, jDOM, and Xerces2; or streaming-based such as SAX and StAX [44]. Memory-based parsers require the whole XML document to be stored in the memory in tree-like structure before it can be processed. Although it suffers from a problematic memory consuming condition, the stored tree can be traversed several times back and forth making it more accessible for applications required searching these documents. Furthermore, the changes in the sequence of the nodes and the transformation of data are flexible and easy to be performed.

On the other hand, streaming-based XML parsers process these documents while they are being read without the need to store the complete document into memory. These parsers generate events according to the content of the processed document such as start-document, start-element, end-element, and end-document and other events. Streaming-based parsers are proved to be faster than memory-based ones; however, it is impossible to edit neither the content of the nodes or their associated data, nor the order of these nodes. [43], [44], [45]. Table I explains the main differences between DOM and SAX.

<table>
<thead>
<tr>
<th>Criteria</th>
<th>DOM</th>
<th>SAX</th>
</tr>
</thead>
<tbody>
<tr>
<td>Memory used</td>
<td>High</td>
<td>Low</td>
</tr>
<tr>
<td>Access type</td>
<td>Random</td>
<td>Sequential</td>
</tr>
<tr>
<td>Created structure</td>
<td>Tree</td>
<td>None</td>
</tr>
<tr>
<td>Store whole document in memory</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Preserve comments</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Preserve namespace</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Editing document</td>
<td>Yes</td>
<td>No</td>
</tr>
</tbody>
</table>

Choosing between using DOM or SAX depends on the application requirements, the available facilities (memory and speed of the used equipment), and the characteristics of the used XML documents.
IV. XST Definition

Mainly, XML documents have two main parts: structure and data. The structure part syntactically organizes the data part without providing the semantic relationships between these parts. This feature makes these documents to suffer from redundancy in their structure and XML tree is a huge one even for simple XML documents.

Definition-1: XML-Tree is a tree that has the following set of nodes \(XST = (E, A, D)\).

\[ E = \{E_r, E_c, E_s\} \] is a finite set of element nodes such that \(E_r \neq \emptyset\) is the unique element in the root node, \(E_c = \{e_{c_1}, e_{c_2}, e_{c_3}, \ldots, e_{c_n}\}\) \(\forall e_{c_i} \in \{E_r, E_c\} \& n \geq 0\) are complex elements that have sub-elements (children), \(E_s = \{e_{s_1}, e_{s_2}, e_{s_3}, \ldots, e_{s_k}\}\) \(\forall e_{s_i} \in \{E_c, E_s\} \& k > 0\) are simple elements in the leaves of the tree (represented as ellipses). \(A = \{a_{j_1, a_{j_2}, \ldots, a_{j_m}}\} j \geq 0\) are the attribute nodes in the tree (represented as squares).

\[ D = \{d_{e_1^{m}}, d_{e_2^{m}}, \ldots, d_{e_{m}}\} \] \(\forall e_i \in \{E_r, E_c, E_s\}, m \geq 0\).

According to definition-1, all elements and attributes are represented as nodes in the XML-Tree and the data under each node (if any) are attached to these nodes. This increase the tree size and it become not useful for applications and approaches that are focus on the structure only. As an example, Figure 2 shows a simple XML document taken from a huge database for published books. The sample is for 4 books only and it is clear from Figure 3, which illustrates its XML-Tree, that the tree has big ratio of redundancy in the elements and attributes names.

```
<catalog>
  <book id="bk101">
    <author>Gambardella, Matthew</author>
    <title>XML Developer's Guide</title>
    <genre>Computer</genre>
    <price>44.95</price>
    <publish_date>2000-10-01</publish_date>
    <description>An in-depth look at creating applications with XML.</description>
  </book>
  <book id="bk102">
    <author>Ralls, Kim</author>
    <title>Midnight Rain</title>
    <genre>Fantasy</genre>
    <price>5.95</price>
    <publish_date>2000-12-16</publish_date>
    <description>A former architect battles corporate zombies, an evil sorceress, and her own childhood to become queen of the world.</description>
  </book>
  <book id="bk105">
    <author>Corets, Eva</author>
    <title>The Sundered Grail</title>
    <genre>Fantasy</genre>
    <price>5.95</price>
    <publish_date>2001-09-10</publish_date>
    <description>The two daughters of Maeve, half-sisters, battle one another for control of England. Sequel to Oberon's Legacy.</description>
  </book>
  <book id="bk110">
    <author>O'Brien, Tim</author>
    <title>Microsoft .NET: The Programming Bible</title>
    <genre>Computer</genre>
    <price>36.95</price>
    <publish_date>2000-12-09</publish_date>
    <description>Microsoft's .NET initiative is explored in detail in this deep programmer's reference.</description>
  </book>
</catalog>
```

Figure 2: An XML sample example.
Definition-2: XST is a tree similar to XML-Tree with the set of paths $P'$ as follows:

$$\forall P \in \{P_1, P_2, ..., P_n\}, P_i \rightarrow \{E_{n_i} e_{c_{n_i}}, e_{c_{n_i}} e_{c_{n_i}}, ..., e_{c_{n_i}} e_{c_{n_i}}\}$$

$$P'_{m+1} \rightarrow \{P', P'_2, ..., P'_m\}$$ \text{iff} $$P'_{m+1} \in P'$$

Definition-2 illustrates the legal set of paths that should be exist in the XST. The set of paths in XST is a subset from the original XML-Tree with no duplication.

![Figure 3: XML-Tree for the example in Figure 1.](image)

V. GENERATING XST

After comparing DOM and SAX intensively, the next sections provide the algorithms that generate the XST in both APIs. Then intensive test will be used to compare the performance of the two algorithms.

A. DOM XST

As mentioned earlier, DOM API convert the whole XML document into tree-like structure and store it into the memory, the thing that takes some extra memory allocation but provides the ability to traverse the complete tree back and forth easily. Figure 4 provide the algorithm used to generate the XST using DOM API.

Generating the XST using DOM API depends on the tree-like structure constructed for the XML document. The root node of the original tree is the root node for the XST and then the complete tree nodes are visited to construct the paths from the root to each leaf and then add this path to the list of path library and constructing the XST by joining all the paths in the path library.

![Figure 4: Generating XST using DOM API.](image)
B. SAX XST
In this paper, we use SAX to generate the XST. The comparison between the performance of SAX and DOM is beyond the scope of this paper. Figure 5 illustrates the algorithm used in generating XST using SAX events.

![Algorithm Diagram]

The algorithm has 4 main functions:
- **start-document**: this function generates the structure of the XST and creates a path library \( pl \). This library holds every path that will be generated through the other functions in the algorithm. The first node in the document is the root and it is added to the XST as \( E_r \).
- **start-element**: in this function all consequences start-elements are visited and added to the same path, since they all belong to the same path from the root. In the case of attribute existing, the attribute is considered to be a leaf and a complete path is generated. This path should be checked for existence in \( pl \) and added to it if it is not exist.
- **end-element**: the existing of an end element represent either an \( E_r \), if the parent of this node is the root node. In this case, another complete path is generated and it should be checked for existence against \( pl \).
- **end-document**: at the end of the document, all the constructed paths are joined together with their root node \( E_r \).

Figure 6 shows the implementation of the XST generation algorithm on the XML document sample in Figure 2. It is clear that the number of node and edges in the XST is much less than XML-Tree. As the XML documents are generated from heterogeneous resources, the structures of these documents are varied from well structured to bad structured documents. As well structured the XML document is, as the smaller XST is.

![XML Document Structure]

Figure 6: XST for the sample example in Figure 1.

VI. TESTING
To test the proposed algorithms, a corpus of XML documents has been used. The corpus organized into 14 groups, according to the source of the documents, and each one has several XML documents with an overall size of more than 1GB.
The first test focuses on illustrating the difference between the size of the XML-Tree and its corresponding XST. It is useful especially in the approaches that need the XST for compression purposes. It is obviously clear from Figure 7 that there is no any relationship between the size of the document and structure ratio of that document, since some XML documents are structure based (with structure greater than 70%) and others are data based (with structure less than 30%). The XML corpus has files from both types.

While there is no relation between the whole size and the structure ratio of XML documents, there is a close relationship between the size of the XML-Tree and the size of its corresponding XST as shown in Figure 8.

From the test above, the size of the XST is much smaller than the XML-Tree except in some cases when the redundancy of the XML structure is little. On average the ratio between the XML-Tree and XST is 3:1.

Another test is to compare the time required to generate the XST using DOM and SAX APIs. testing the time required to generate the XST and configure the relationship between the required time and the size of the XML document. Figure 9 gives a clear picture about the relation between the size of the document and the time required to generate the XST. In the cases when the size of the XML document is small, there is no big difference between the time of DOM and SAX, while this difference is significantly high, could reach to double, when dealing with large XML documents.

Figure 7: Relationship between file size and the structure ratio.

Figure 8: the relation between the XML-Tree and XST sizes.

Figure 9: The time required to generate the XST.
The last test is to check the memory required to store the original XML document and to generate its XST. Figure 10 shows the differences between the required memory. It shows that using SAX requires much less memory than DOM since DOM uploads the complete XML document into memory, while SAX doesn’t.

![Figure 10: Memory required generating XST.](image)

VII. CONCLUSION & FUTURE WORK

Several approaches benefit from generating the XST from the existing XML document and it is necessary to provide a clear fast algorithm to generate this type of trees. This paper proposes two algorithms one uses DOM and the other uses SAM APIs. The results of the tests show that using SAX API requires less memory and with less execution time, although there are lots of advantages of using DOM over SAX.

The two algorithms need to be developed to generate the XML Structure Graph (XSG) which provides a better way to represent the structure part of the XML document and it has been used in different approaches.

REFERENCES


R García and Ô Celma. Semantic Integration and Retrieval of Multimedia Metadata. In: In 5th International Workshop on Knowledge Markup and Semantic Annotation (SemAnnot 2005); 2005.


